Abstract—PT Mitra Kasih Perkasa or MKP is a financial technology or fintech company, as well as a system integrator. MKP processes thousands, even millions, of financial transaction data every day, requiring efficient data management through the use of a dashboard. Information from the dashboard is used to monitor business processes and improve company performance. This research focuses on the development of efficient and effective web services for financial technology dashboards, integrating attractive and user-friendly user interfaces (UI/UX). Additionally, this research will discuss how to access web services using React JS, a popular JavaScript framework for responsive user interface development. The research will also outline the steps in building a financial technology dashboard that can help PT. Mitra Kasih Perkasa efficiently and effectively manage financial information using modern and innovative React JS technology.
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I. INTRODUCTION
The development of information technology has had a significant influence on various aspects such as social, cultural, and economic [1]. Financial technology (fintech) comes in various forms, such as crowdfunding, microfinancing, digital payment services, and many more [2]. In practice, fintech manages thousands or even millions of transaction data every day, and current information technology enables the management of large data sets [3]. A dashboard is an application that presents important information in a single full screen to facilitate users in reading and analyzing data [4][5].

Therefore, this research aims to develop a web service for financial technology dashboard at PT. Mitra Kasih Perkasa using React JS with a DevOps approach. PT. Mitra Kasih Perkasa has previously developed a transaction dashboard using the Laravel framework, but this research will migrate it into a web application dashboard format with a DevOps approach to ensure ease of improvement and changes and strengthen the company's position in facing market and industry changes [6][7].

This research will focus on the frontend software development of the apps2pay dashboard using React JS technology, with the goal of providing easily understandable data visualization, effective yet informative design, and features to add, update, and delete data. React JS is a library used to create user interfaces for websites or web applications [8]. JavaScript is a client-side programming language, which means the code is executed in the user's browser, not on the server [9].

User interface/user experience (UI/UX) refers to the appearance of a website or application, designed to be as attractive as possible to achieve user satisfaction [10].

REST (Representational State Transfer) API is a set of architectural principles and guidelines for creating web services [10]. RESTful APIs use standard HTTP methods such as GET, POST, PUT, and DELETE to interact with resources [11][12].

JSON or JavaScript Object Notation is a lightweight data interchange format widely
used in web development to send data between server and client applications [13].

Postman is an API client tool that facilitates API development, testing, and management for developers. This tool allows users to create request collections and organize them into folders for efficient management [14].

II. METHOD

Figure 1 illustrates the development method used in this research, which is Rapid Application Development (RAD), with iterative development, prototyping, and feedback.

The Technology Acceptance Model (TAM) testing model will be used to understand the factors influencing user acceptance of technology, including Social Influence (SI), Performance Expectancy (PE), Effort Expectancy (EE), Facilitating Conditions (FC), and Behavioral Intention (BI). Statistical tests will be conducted using data from the distributed questionnaire, and the test results will be used as a reference in the analysis of the dashboard development results. The questionnaire will be based on the model and hypotheses for testing the intention of new applications with variables such as usefulness, ease of use, enjoyment, and device support.

Table 1 presents the list of questionnaire questions used to discuss the results of the web application dashboard creation for apps2pay.

<table>
<thead>
<tr>
<th>Table 1. List of questionnaire questions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Questions</td>
</tr>
<tr>
<td>-----------------------------------------</td>
</tr>
<tr>
<td>My colleagues and supervisors often discuss the benefits of using the Apps2pay web dashboard application in achieving work goals and performance targets.</td>
</tr>
<tr>
<td>I receive influence from my colleagues and superiors to use the Apps2pay web dashboard application in achieving work goals and performance targets.</td>
</tr>
<tr>
<td>The use of the Apps2pay web dashboard application makes it easier for me to achieve work goals and performance targets.</td>
</tr>
<tr>
<td>The use of the Apps2pay web dashboard application improves my efficiency and performance in achieving work goals and targets.</td>
</tr>
<tr>
<td>The use of the Apps2pay web dashboard application provides support for me in making decisions to achieve work goals and targets.</td>
</tr>
<tr>
<td>I believe that it does not take long to learn and use the Apps2pay web dashboard application.</td>
</tr>
<tr>
<td>I believe that it does not require extensive knowledge to learn and use the Apps2pay web dashboard application.</td>
</tr>
</tbody>
</table>
### III. RESULTS AND DISCUSSION

#### A. RESULT

Figure 2 displays the process flow in the Apps2pay web dashboard application, starting from the user login step, accessing the dashboard, performing CRUD operations on data, accessing other parts of the application, and finally logging out as the final step in using the application. Each of these processes utilizes API services to execute web functions that are more intuitive and interactive.

![Flowchart of web dashboard application](image)

In designing the Apps2pay web dashboard application, the approach taken is to utilize the existing dashboard as a reference for designing the new user interface (UI/UX) with the aim of saving time and effort and ensuring consistency between the new dashboard and the existing one, making the design process easier.

From the results of Pearson correlation testing on the data obtained from 31 respondents, as shown in Table 2, it can be concluded that there is a significant positive correlation between variable X and variable Y, with a p-value of 0.005 which is smaller than the predetermined alpha level (α) [15].

<table>
<thead>
<tr>
<th>Questions</th>
<th>Answers</th>
</tr>
</thead>
<tbody>
<tr>
<td>8</td>
<td>I believe that it does not require extensive knowledge to learn and use the Apps2pay web dashboard application. Description: 1 = Strongly Agree, 2 = Disagree, 3 = Neutral, 4 = Agree, 5 = Strongly Agree</td>
</tr>
<tr>
<td>9</td>
<td>I am confident that the company has provided sufficient infrastructure to support the use of the Apps2pay web dashboard application. Description: 1 = Strongly Agree, 2 = Disagree, 3 = Neutral, 4 = Agree, 5 = Strongly Agree</td>
</tr>
<tr>
<td>10</td>
<td>I am committed to using the Apps2pay web dashboard application regularly in order to achieve work goals and performance targets. Description: 1 = Strongly Agree, 2 = Disagree, 3 = Neutral, 4 = Agree, 5 = Strongly Agree</td>
</tr>
<tr>
<td>11</td>
<td>Saya berencana untuk terus menggunakan aplikasi web dashboard Apps2pay di masa depan. Description: 1 = Strongly Agree, 2 = Disagree, 3 = Neutral, 4 = Agree, 5 = Strongly Agree</td>
</tr>
</tbody>
</table>

Based on the results of Pearson correlation test, it was found that all Pearson correlation values obtained exceed the...
value of 0.3440 according to the r calculated table.

Reliability testing of data using Cronbach's alpha method in Table 3 shows a good level of reliability, with an alpha value of 0.792 and N of items totaling 11. An alpha value exceeding 0.6 indicates high consistency among the items in the instrument, and testing conducted on a large number of items indicates that the data is reliable and valid as a basis for data analysis.

Table 3. Table of Reliability Test Results

<table>
<thead>
<tr>
<th>Reliability Statistics</th>
<th>Cronbach's Alpha</th>
<th>N of Items</th>
</tr>
</thead>
<tbody>
<tr>
<td>Alpha</td>
<td>.792</td>
<td>11</td>
</tr>
</tbody>
</table>

B. DISCUSSION

In the login process flowchart in Figure 3, users are prompted to enter their account information such as username and password. If the entered information is correct, the system will verify the data and the login will be successful. However, if the information is incorrect, the user will be returned to the login step to try again.

After successful login and accessing the dashboard, the CRUD (Create, Read, Update, Delete) data process occurs in the web application dashboard. This process requires user role information that is stored during the login process as an authentication factor, and this variable is processed into boolean data for user access validation in performing CRUD operations on data.

In this section, users can add new data to the system through a form that is filled with the required information, as shown in Figure 5. After the user fills out the form, the data is sent to the system for processing according to the defined business logic or process, such as storing the data in the database, updating the page view, or performing business processes as needed by the system.
At this stage, users can view existing data in the system through a display as shown in Figure 6, in the form of tables, charts, or other relevant visualizations in the context of the web dashboard application. This display of existing data allows users to access relevant information, perform data analysis, and make decisions based on the displayed data for necessary actions within the web dashboard application.

![Figure 6. Page displaying data table](image)

This process allows users to update existing data in the system, such as editing or correcting information that is already stored in the database. User interaction with the application interface is in the form of a form, as shown in Figure 7, which is used to modify the values of existing data within the web dashboard application.

![Figure 7. Data edit form](image)

In this process, users can delete unnecessary data from the system through the application interface. The deleted data will be removed from the database after the user confirms the deletion. Validation is performed through the application interface that has been designed with appropriate user interface (UI) and user experience (UX), as seen in Figure 8.

![Figure 8. Data deletion validation](image)

In addition to CRUD (Create, Read, Update, Delete) data features, there are other features in the dashboard application that allow users to export data into a PDF file, as exemplified in Figure 9.

![Figure 9. Export PDF Menu Page](image)

In Figure 10, which is depicted in the visual representation or screenshot, a web page or interface is displayed. This page provides functionality that allows users to export data from the system in the form of an Excel file. This export feature allows users to save data in a structured and organized format that can be easily opened and manipulated using Microsoft Excel or other spreadsheet software.

![Figure 10. Export Excel Menu Page.](image)

**IV. CONCLUSION**

In the process of researching and developing web applications that utilize web services and React JS, it is essential to prioritize user convenience by using
existing dashboards as a reference for designing effective and user-friendly UI/UX interfaces. This means considering how users will interact with the application and ensuring that the design is intuitive and easy to use.

Collaboration between UI/UX design and web services is crucial in creating a well-rounded application. By declaring functions and integrating appropriate APIs, the UI/UX design can work in tandem with web services to provide a seamless user experience. This may involve designing UI components that interact with the web service APIs to fetch, update, or delete data, and ensuring that the data displayed in the UI is consistent with the data in the web service.

When accessing web services in a React JS application, the first step is to establish communication with the desired service through the appropriate API. This may involve making HTTP requests, handling responses, and managing error cases. Once the communication is set up, the declared functions can be utilized within React JS components to interact with the web service and perform desired actions, such as displaying data in the UI, submitting form data, or triggering other API calls.

In the context of building a financial technology dashboard using React JS, the design of the UI, functions, and web service APIs all play separate but crucial roles. The UI should be visually appealing and provide a seamless user experience, while the functions should be designed to perform the necessary tasks related to financial data and transactions. The web service APIs should be robust and secure, providing the necessary data and functionality for the dashboard to function properly.

By considering the collaboration between UI/UX design and web services, and leveraging the capabilities of React JS to interact with web services, a functional and visually appealing financial technology dashboard can be developed, providing users with a powerful and user-friendly tool for managing financial data and transactions.
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